**JavaScript**

alert – вызывает уведомление на сайте.

“use strict” – включает в коде строгий режим.

(Записывается как библиотеки в си , первой строкой)

Т.е если переменную , не объявили с let или var, выдаст ошибку.

Переменные объявляются через let или var

let number = 0; var number = 0;

Типы данных:

1)  Undefined – не определенный тип, объявлена, но не присвоено никакого значения.(Не была определена)

2)  Null – тип, определяет собой ничего

3)  Boolean – true && false

4)  Number – числа. Не может содержать больше, чем

 9007199254740991

5) BigInt – число больше, чем Number. Записывается с окончанием “n” : 12312312312n

6) String – строка , есть три типа кавычек – “ ”, ‘ ’, ` `.

“” и ‘’ – одинаковы , а `` могут содержать в себе некие выражения:

let user = `Возраст ${userAge}`;

7)  Symbol – символы (‘A’);

Объявляется

let user = Symbol("1");

8)  Object – более, сложный тип данных .

Объявляется с помощью {}

Let user =

{

    name: “Dysa”, // Свойства . Ключ + Значение

    Age: 36

}

9)  Function – обычная функция, которая может быть присвоена к переменной.

Let funcVariable = function name (params) {

    //Code

}

Планирование функций:

    setTimeout(вызывает функцию один раз через определенный интервал)

    serInterval(вызывает функцию регулярно, повторяя через опредёленный интервал времени)

NaN – это вычислительная ошибку.

Alert (“Hi” / 2); // NaN

Infinity – математическая бесконечность.

Alert ( 1 / 0); // Infinity

Оператор typeof позволяет нам увидеть, какой тип данных сохранён в переменной

•   Имеет 2 формы: typeof x или typeof(x).

•   Возвращает строку с именем типа

•   Для null возвращается object

Функция prompt  - модальное окно с текстом, полем ввода для текста и кнопками ОК/Отмена.

Let age = prompt(‘How old are u’,100);

Вызов prompt возвращает текст , или null, если ввод отменён.

Функция confirm  - отображает модальное окно с текстом вопроса и двумя кнопками  ОК и Отмена.

Let age = confirm(‘Ты здесь главный?’);

Вызов confirm возвращает true or false.

Базовые Операторы

Возведение в степень 2\*\*2.

Сложение строк:

let s = “my” + “str”

s = mystr;

    alert(‘1’ + 2) // 12

    alert (2 + 2 + ‘1’) // 221

Унарный + преобразует не число в число.

     Alert (+true); // 1

    Alert(+””);  // 0

Постфиксная и Префикная форма Инкремента и Дискремента(++ и --).

    let count = 1;

    alert (2 \* ++count) // 4

    alert (2 \* count++) // 2

Операторы сравнения

alert (null === undefiend) // false // спец правило языка

alert (null == undefiend) // true

Условие .?.

Тот же самый if, только запись другая

    let result = (age > 18) ? true: false.

Логические операторы

alert (!!null); // false

alert(!!(“Dysa”)); // true

Оператор нулевого слияния ??

Оператор ?? нужен для того , чтобы задать значение по умолчанию для потенциально неопределённой переменной.
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ОБЬЕКТЫ

Обьект – это тип данных хранящий в себе коллекцию различных значений.

let user =

{

Name: “Josh”,

Age: 21
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};

Чисто как столик с папками, а папки уже хранят значение.

Похожа на листы из си

![](data:image/png;base64,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)

Проход в объектах: работает и с квадратными скобками:

let user = {};

user["likes birds"] = true;

alert(user["like birds"]);

delete user["like birds"];

Проход в объектах:

let user =

{

name:"Josh",

age:30,

isAdmin: true

};

for (let key in user)// проход

{

alert(key)

alert(1);

alert(user[key]);

}

Объединение объектов

let user = { name: "John" };

let permissions1 = { canView: true };

let permissions2 = { canEdit: true };

Object.assign(user, permissions1, permissions2);

Объекты присваиваются и копируются по ссылке.

Другими словами, переменная хранит не «значение объекта», «ссылку» (адрес в памяти) на это значение Таким образом, копирование такой переменной

или передача её в качестве аргумента функции копирует эту ссылку, а не сам объект.

Все операции с использованием скопированных ссылок (например, добавление/удаление свойств) выполняются с одним и тем же объектом.

Чтобы создать «реальную копию» (клон), мы можем использовать Object.assign для так называемой «поверхностной копии» (вложенные объекты копируются по ссылке) или

функцию «глубокого клонирования», такую как \_.cloneDeep(obj).

Сборка мусора

Сборка мусора выполняется автоматически.

Мы не можем ускорить или предотвратить её.

Объекты сохраняются в памяти, пока они достижимы.

Если на объект есть ссылка – вовсе не факт, что он является достижимым (из корня):

набор взаимосвязанных объектов может стать недоступен в целом.

Ключевое слово «this» в методах

Значение this – это объект «перед точкой», который используется для вызова метода.

Задача №1

let calculator = {

    read()

    {

        this.number = +prompt("Введите первое значение",0);

this.number1 = +prompt("Введите второе значение", 0);

    },

    sum()

    {

        return  this.number +   this.number1;

    },

    mul()

    {

        return  this.number \*   this.number1;

    }

};

calculator.read();

alert(calculator.sum());

alert(calculator.mul());

Задача №2

let ladder =

{

step : 0,up()

{

this.step++;

return this;

},

down()

{

this.step--;

return this;

},

showStep: function()

{

alert(this.step);

return this;

}

};

ladder.up().up().down().showStep().down().showStep();

Задача №3

let userInfo ={

    name: "Vasya",

    age: 30,

    address:{

    city: "Uzhorod",

    street: "Freedom"

    },

    showInfo()

    {

console.log(`${this.name}, ${this.age} лет. Адрес: г.${this.address.city},${this.address.street}`)

    }

}

userInfo.showInfo();

Конструктор, оператор "new"

Функция конструктор – имя конструкции должна начинаться с большой буквы

function UserInfo(name)

{

    this.name = name;

    this.age = 30;

}

console.log(new UserInfo('Вася'));

console.log(new UserInfo('Лена'));

function User(name)

{

    this.name = name;

    this.sayHi = function()

    {

        alert("My name: " + this.name);

    };

}

let josh = new User("Josh");

josh.sayHi();

function Accumulator(startingValue)

{

    this.value = startingValue;

    this.read = function()

    {

        this.value += +prompt("Введите значение:",0);

    };

}

let accumulator = new Accumulator(1); // начальное значение 1

accumulator.read(); // прибавляет введённое пользователем значение к текущему значению

accumulator.read();

alert(accumulator.value);

Опциональная цепочка '?.'

Синтаксис опциональной цепочки ?. имеет три формы:

1. Цепочка ?. позволяет безопасно получать доступ к вложенным свойствам.
2. Тем не менее, мы должны использовать ?. осторожно, только там,

где по логике кода допустимо, что левая часть не существует.

1. Чтобы он не скрывал от нас ошибки программирования, если они возникнут.

let key = "firstName";

let user1 = {

  firstName: "John"

};

let user2 = null;

alert( user1?.[key] ); // John

alert( user2?.[key] ); // undefined

Тип данных Symbol

Символ (symbol) – примитивный тип данных, использующийся для создания уникальных идентификаторов.

Символы создаются вызовом функции Symbol(), в которую можно передать описание (имя) символа.

Даже если символы имеют одно и то же имя, это – разные символы.

Если мы хотим, чтобы одноимённые символы были равны,

то следует использовать глобальный реестр:

вызов Symbol.for(key) возвращает (или создаёт) глобальный символ с key в качестве имени.

Многократные вызовы команды Symbol.for с одним и тем же аргументом возвращают один и тот же символ.

// Создаём символ id с описанием (именем) "id"

let id = Symbol("id");

мы можем обратиться к свойству symbol.description, чтобы вывести только описание:

let id = Symbol("id");

alert(id.description)

let user = {

    name:"Вася"

}

let id = Symbol("id");

user[id] = 1;

alert(id.description);

Object.assign, в отличие от цикла for..in, копирует и строковые, и символьные свойства:

let id = Symbol("id");

let user = {

  [id]: 123

};

let clone = Object.assign({}, user);

alert(clone[id] ); // 123

Глобальные символы

Итак, как мы видели, обычно все символы уникальны,

даже если их имена совпадают. Но иногда мы наоборот хотим,

чтобы символы с одинаковыми именами были одной сущностью.

Например, разные части нашего приложения хотят получить

доступ к символу "id", подразумевая именно одно и то же свойство.

// читаем символ из глобального реестра и записываем его в переменную

let id = Symbol.for("id"); // если символа не существует, он будет создан

// читаем его снова и записываем в другую переменную (возможно, из другого места кода)

let idAgain = Symbol.for("id");

// проверяем -- это один и тот же символ

alert( id === idAgain ); // true

Symbol.keyFor

Для глобальных символов, кроме Symbol.for(key),

который ищет символ по имени, существует обратный метод:

Symbol.keyFor(sym), который, наоборот, принимает глобальный символ и возвращает его имя.

К примеру:

// получаем символ по имени

let sym = Symbol.for("name");

let sym2 = Symbol.for("id");

// получаем имя по символу

alert( Symbol.keyFor(sym) ); // name

alert( Symbol.keyFor(sym2) ); // id

Преобразование объектов в примитивы

Symbol.toPrimitive

  let user = {

    name:"Josh",

    money : 1000,

    [Symbol.toPrimitive](hint) {

        alert(`hint: ${hint}`);

        return hint == "string" ? `{name: "${this.name}"}` : this.money;

    }

  };

  alert(user);

  alert(+user);

  alert(user + 500);

Преобразование объекта в примитив вызывается автоматически многими

встроенными функциями и операторами, которые ожидают примитив в качестве значения.

Существует всего 3 типа (хинта) для этого:

"string" (для alert и других операций, которым нужна строка)

"number" (для математических операций)

"default" (для некоторых других операторов, обычно объекты реализуют его как "number")

Спецификация явно описывает для каждого оператора, какой ему следует использовать хинт.

Алгоритм преобразования таков:

Сначала вызывается метод obj[Symbol.toPrimitive](hint), если он существует,

В случае, если хинт равен "string"

происходит попытка вызвать obj.toString() и obj.valueOf(), смотря что есть.

В случае, если хинт равен "number" или "default"

происходит попытка вызвать obj.valueOf() и obj.toString(), смотря что есть.

Все эти методы должны возвращать примитив (если определены).

На практике часто бывает достаточно реализовать только obj.toString() в качестве универсального метода для преобразований к строке, который должен возвращать удобочитаемое представление объекта для целей логирования или отладки.

Методы примитивов

toFixed(n) округляет число до n знаков после запятой.

let num = 1.23456;

alert(num.toFixed(2)); //1.23

str.toUpperCase(), который возвращает строку в верхнем регистре.

let str = 'qwerty';

alert(str.toUpperCase());// QWERTY

В JavaScript можно использовать букву "e",

чтобы укоротить запись числа. Она добавляется к числу и заменяет указанное количество нулей:

let billion = 1e9; // 1 миллиард, буквально: 1 и 9 нулей

alert(7.3e9 );  // 7.3 миллиардов (7,300,000,000)

let ms = 1e-6; // шесть нулей, слева от 1

Метод num.toString(base) возвращает строковое представление числа num в системе счисления base.

let num = 255;

alert( num.toString(16) );  // ff

alert( num.toString(2) );   // 11111111

alert( 123456..toString(36) );

Округление

Math.floor - Округление в меньшую сторону: 3.1 становится 3, а -1.1 — -2.

Math.ceil - Округление в большую сторону: 3.1 становится 4, а -1.1 — -1.

Math.round - Округление до ближайшего целого: 3.1 становится 3, 3.6 — 4, а -1.1 — -1.

Math.trunc -Производит удаление дробной части без округления: 3.1 становится 3, а -1.1 — -1.

Метод toFixed(n) округляет число до n знаков после запятой и возвращает строковое представление результата.

let num = 12.34;

alert( num.toFixed(1) ); // "12.3"

Обратите внимание, что результатом toFixed является строка.

Если десятичная часть короче, чем необходима, будут добавлены нули в конец строки:

let num = 12.34;

alert( num.toFixed(5) ); // "12.34000", добавлены нули, чтобы получить 5 знаков после запятой

Проверка: isFinite и isNaN

Infinity (и -Infinity) — особенное численное значение, которое ведёт себя в точности как математическая бесконечность ∞.

Эти числовые значения принадлежат типу number, но они не являются «обычными» числами, поэтому есть функции для их проверки:

isNaN(value) преобразует значение в число и проверяет является ли оно NaN:

alert( isNaN(NaN) ); // true

alert( isNaN("str") ); // true

Нужна ли нам эта функция? Разве не можем ли мы просто сравнить === NaN?

К сожалению, нет. Значение NaN уникально тем, что оно не является равным ни чему другому, даже самому себе:

alert( NaN === NaN ); // false

isFinite(value) преобразует аргумент в число и возвращает true, если оно является обычным числом, т.е. не NaN/Infinity/-Infinity:

alert( isFinite("15") ); // true

alert( isFinite("str") ); // false, потому что специальное значение: NaN

alert( isFinite(Infinity) ); // false, потому что специальное значение: Infinity

Иногда isFinite используется для проверки, содержится ли в строке число:

let num = +prompt("Enter a number", '');

// вернёт true всегда, кроме ситуаций, когда аргумент - Infinity/-Infinity или не число

alert( isFinite(num) );

Методы Number.isNaN и Number.isFinite – это более «строгие» версии функций isNaN и isFinite.

Они не преобразуют аргумент в число, а наоборот – первым делом проверяют,

является ли аргумент числом (принадлежит ли он к типу number).

Number.isNaN(value) возвращает true только в том случае,

если аргумент принадлежит к типу number и является NaN. Во всех остальных случаях возвращает false.

Number.isFinite(value) возвращает true только в том случае,

если аргумент принадлежит к типу number и не является NaN/Infinity/-Infinity. Во всех остальных случаях возвращает false.

Есть parseInt и parseFloat.

Они «читают» число из строки. Если в процессе чтения возникает ошибка, они возвращают полученное до ошибки число. Функция parseInt возвращает целое число, а parseFloat возвращает число с плавающей точкой:

alert( parseInt('100px') ); // 100

alert( parseFloat('12.5em') ); // 12.5

alert( parseInt('12.3') ); // 12, вернётся только целая часть

alert( parseFloat('12.3.4') ); // 12.3, произойдёт остановка чтения на второй точке

Math.random() - Возвращает псевдослучайное число в диапазоне от 0 (включительно) до 1 (но не включая 1)

alert( Math.random() ); // 0.1234567894322

alert( Math.random() ); // 0.5435252343232

alert( Math.random() ); // ... (любое количество псевдослучайных чисел)

Math.max(a, b, c...) / Math.min(a, b, c...) - Возвращает наибольшее/наименьшее число из перечисленных аргументов.

alert( Math.max(3, 5, -10, 0, 1) ); // 5

alert( Math.min(1, 2) ); // 1

Math.pow(n, power) - Возвращает число n, возведённое в степень power

alert( Math.pow(2, 10) ); // 2 в степени 10 = 1024

Строки

Свойство length содержит длину строки:

alert( `My\n`.length ); // 3

Доступ к символам

Получить символ, который занимает позицию pos, можно с помощью квадратных скобок: [pos]. Также можно использовать метод charAt: str.charAt(pos). Первый символ занимает нулевую позицию:

let str = `Hello`;

// получаем первый символ

alert( str[0] ); // H

alert( str.charAt(0) ); // H

// получаем последний символ

alert( str[str.length - 1] ); // o

Также можно перебрать строку посимвольно, используя for..of:

for (let char of "Hello") alert(char); // H,e,l,l,o (char — сначала "H", потом "e", потом "l" и т. д.)

Можно создать новую строку и записать её в ту же самую переменную вместо старой.

Например:

let str = 'Hi';

str = 'h' + str[1]; // заменяем строку

alert( str ); // hi

Методы toLowerCase() и toUpperCase() меняют регистр символов:

alert( 'Interface'.toUpperCase() ); // INTERFACE

alert( 'Interface'.toLowerCase() ); // interface

Если мы захотим перевести в нижний регистр какой-то конкретный символ:

alert( 'Interface'[0].toLowerCase() ); // 'i'

str.indexOf(substr, pos)- он ищет подстроку substr в строке str, начиная с позиции pos, и возвращает позицию, на которой располагается совпадение, либо -1 при отсутствии совпадений.

Например:

let str = 'Widget with id';

alert( str.indexOf('Widget') ); // 0, потому что подстрока 'Widget' найдена в начале

alert( str.indexOf('widget') ); // -1, совпадений нет, поиск чувствителен к регистру

alert( str.indexOf("id") ); // 1, подстрока "id" найдена на позиции 1 (..idget with id)

str.lastIndexOf(substr, position) - метод str.lastIndexOf(substr, position), который ищет с конца строки к её началу.

Он используется тогда, когда нужно получить самое последнее вхождение: перед концом строки или начинающееся до (включительно) определённой позиции.

includes, startsWith, endsWith

Более современный метод str.includes(substr, pos) возвращает true, если в строке str есть подстрока substr, либо false, если нет.

Это — правильный выбор, если нам необходимо проверить, есть ли совпадение, но позиция не нужна:

alert( "Widget with id".includes("Widget") ); // true

alert( "Hello".includes("Bye") ); // false

Необязательный второй аргумент str.includes позволяет начать поиск с определённой позиции:

alert( "Midget".includes("id") ); // true

alert( "Midget".includes("id", 3) ); // false, поиск начат с позиции 3

Методы str.startsWith и str.endsWith проверяют, соответственно, начинается ли и заканчивается ли строка определённой строкой:

alert( "Widget".startsWith("Wid") ); // true, "Wid" — начало "Widget"

alert( "Widget".endsWith("get") ); // true, "get" — окончание "Widget"

Получение подстроки

slice(start, end) - от start до end (не включая end)  можно передавать отрицательные значения

let str = "stringify"; // 'strin', символы от 0 до 5 (не включая 5)

alert( str.slice(0, 5) ); // 's', от 0 до 1, не включая 1, т. е. только один символ на позиции 0

alert( str.slice(0, 1) )

substring(start, end)   между start и end   отрицательные значения равнозначны 0

let str = "stringify";

// для substring эти два примера — одинаковы

alert( str.substring(2, 6) ); // "ring"

alert( str.substring(6, 2) ); // "ring"

// …но не для slice:

alert( str.slice(2, 6) ); // "ring" (то же самое)

alert( str.slice(6, 2) ); // "" (пустая строка)

substr(start, length)   length символов, начиная от start значение start может быть отрицательным

let str = "stringify";

// ring, получаем 4 символа, начиная с позиции 2

alert( str.substr(2, 4) );

Значение первого аргумента может быть отрицательным, тогда позиция определяется с конца:

let str = "stringify";

// gi, получаем 2 символа, начиная с позиции 4 с конца строки

alert( str.substr(-4, 2) );

Сравнение строк

1. Строчные буквы больше заглавных:

alert( 'a' > 'Z' ); // true

2. Буквы, имеющие диакритические знаки, идут «не по порядку»:

alert( 'Österreich' > 'Zealand' ); // true

Строки кодируются в UTF-16. Таким образом, у любого символа есть соответствующий код.

Есть специальные методы, позволяющие получить символ по его коду и наоборот.

str.codePointAt(pos) - возвращает код для символа, находящегося на позиции pos:

alert( "z".codePointAt(0) ); // 122

alert( "Z".codePointAt(0) ); // 90

String.fromCodePoint(code) - создаёт символ по его коду code

alert( String.fromCodePoint(90) ); // Z

Вызов str.localeCompare(str2) возвращает число, которое показывает, какая строка больше в соответствии с правилами языка:

alert( 'Österreich'.localeCompare('Zealand') ); // -1

Строки также имеют ещё кое-какие полезные методы:

str.trim() — убирает пробелы в начале и конце строки.

str.repeat(n) — повторяет строку n раз.

Массивы

Общее число элементов массива содержится в его свойстве length:

let fruits = ["Яблоко", "Апельсин", "Слива"];

alert( fruits.length ); // 3

В массиве могут храниться элементы любого типа.

Например:

// разные типы значений

let arr = [ 'Яблоко', { name: 'Джон' }, true, function() { alert('привет'); } ];

// получить элемент с индексом 1 (объект) и затем показать его свойство

alert( arr[1].name ); // Джон

// получить элемент с индексом 3 (функция) и выполнить её

arr[3](); // привет

Висячая запятая

Список элементов массива, как и список свойств объекта, может оканчиваться запятой:

let fruits = [

"Яблоко",

"Апельсин",

"Слива",

];

«Висячая запятая» упрощает процесс добавления/удаления элементов, так как все строки становятся идентичными.

Получение последних элементов при помощи «at»

let fruits = ["Apple", "Orange", "Plum"];

// то же самое, что и fruits[fruits.length-1]

alert( fruits.at(-1) ); // Plum

Методы pop/push, shift/unshift

Очередь – один из самых распространённых вариантов применения массива.

В области компьютерных наук так называется упорядоченная коллекция элементов, поддерживающая два вида операций:

push  - добавляет элемент в конец.

shift - удаляет элемент в начале, сдвигая очередь, так что второй элемент становится первым.

let fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits.shift() ); // удаляем Яблоко и выводим его

alert( fruits ); // Апельсин, Груша

unshift - добавляет элемент в начало массива:

let fruits = ["Апельсин", "Груша"];

fruits.unshift('Яблоко');

alert( fruits ); // Яблоко, Апельсин, Груша

Методы push и unshift могут добавлять сразу несколько элементов:

let fruits = ["Яблоко"];

fruits.push("Апельсин", "Груша");

fruits.unshift("Ананас", "Лимон");

// ["Ананас", "Лимон", "Яблоко", "Апельсин", "Груша"]

alert( fruits );

Массивы поддерживают обе операции.

На практике необходимость в этом возникает очень часто.

Например, очередь сообщений, которые надо показать на экране.

Существует и другой вариант применения для массивов – структура данных, называемая стек.

Она поддерживает два вида операций:

push - добавляет элемент в конец.

let fruits = ["Яблоко", "Апельсин"];

fruits.push("Груша");

alert( fruits ); // Яблоко, Апельсин, Груша

pop - удаляет последний элемент.

let fruits = ["Яблоко", "Апельсин", "Груша"];

alert( fruits.pop() ); // удаляем "Груша" и выводим его

alert( fruits ); // Яблоко, Апельсин

Следует помнить, что в JavaScript существует 8 основных типов данных. Массив является объектом и, следовательно, ведёт себя как объект.

Одним из самых старых способов перебора элементов массива является цикл for по цифровым индексам:

        let arr = ["Яблоко", "Апельсин", "Груша"];

        for (let i = 0; i < arr.length; i++) alert( arr[i] );

Но для массивов возможен и другой вариант цикла, for..of:

        let fruits = ["Яблоко", "Апельсин", "Слива"];

        // проходит по значениям

        for (let fruit of fruits) {

        alert( fruit );

        }

Таким образом, самый простой способ очистить массив – это arr.length = 0;

Массивы по-своему реализуют метод toString, который возвращает список элементов, разделённых запятыми.

Например:

let arr = [1, 2, 3];

alert( arr ); // 1,2,3

alert( String(arr) === '1,2,3' ); // true

Давайте теперь попробуем следующее:

alert( [] + 1 ); // "1"

alert( [1] + 1 ); // "11"

alert( [1,2] + 1 ); // "1,21"

Методы массивов

arr.splice(index[, deleteCount, elem1, ..., elemN]) - Он начинает с позиции index, удаляет deleteCount элементов и вставляет elem1, ..., elemN на их место. Возвращает массив из удалённых элементов.

let arr = ["Я", "изучаю", "JavaScript"];

arr.splice(1, 1); // начиная с позиции 1, удалить 1 элемент

alert( arr ); // осталось ["Я", "JavaScript"]

let arr = ["Я", "изучаю", "JavaScript", "прямо", "сейчас"];

// удалить 3 первых элемента и заменить их другими

arr.splice(0, 3, "Давай", "танцевать");

alert( arr ) // теперь ["Давай", "танцевать", "прямо", "сейчас"]

Метод splice также может вставлять элементы без удаления, для этого достаточно установить deleteCount в 0:

let arr = ["Я", "изучаю", "JavaScript"];

// с позиции 2

// удалить 0 элементов

// вставить "сложный", "язык"

arr.splice(2, 0, "сложный", "язык");

alert( arr ); // "Я", "изучаю", "сложный", "язык", "JavaScript"**}**

**Перебираемые объекты**

**Чтобы перебрать объект нужен метод**

[Symbol.iterator] и цикл for…of

let range = {

    from:1,

    to:5,

    [Symbol.iterator](){

        this.current = this.from;

        return this;

    },

    next()  {

        if(this.current <= this.to){

            return{done:false,value:this.current++}  }

        else{

            return{done:true};

        }}};

for(let num of range){

    alert(num);

}

1. Когда цикл for..of запускается, он вызывает этот метод один раз (или выдаёт ошибку, если метод не найден). Этот метод должен вернуть итератор – объект с методом next.
2. Дальше for..of работает только с этим возвращённым объектом.
3. Когда for..of хочет получить следующее значение, он вызывает метод next() этого объекта.
4. Результат вызова next() должен иметь вид {done: Boolean, value: any}, где done=true означает, что цикл завершён, в противном случае value содержит очередное значение.

**Строка - Перебираемые объекты**

**Проход и вывод всех элементов в строке**

for (let char of "test") alert( char ); // t, затем e, затем s, затем t

let str = '𝒳😂';

for (let char of str)  alert( char ); // 𝒳, а затем 😂

Как работает for…of простым языком в виде цикла while:

let str = "Hello";

let iterator = str[Symbol.iterator]();

while(true)

{

    let result = iterator.next();

    if (result.done) break;

    alert(result.value);

}

А вот объект, который является псевдомассивом, но его нельзя итерировать:

let arrayLike = {

    1:"Hello",

    2:",World",

    length:2};

for (let item  of arrayLike){}

Преобразовать итерируемые объекты и псевдомассивы можно методом Array.from

Есть универсальный метод Array.from, который принимает итерируемый объект или псевдомассив

и делает из него настоящий массив. После этого мы уже можем использовать методы массивов

Array.from(obj[, mapFn, thisArg])

Необязательный второй аргумент может быть функцией, которая будет применена к каждому элементу

перед добавлением в массив, а thisArg позволяет установить this для этой функции.

let array = Array.from(arrayLike, num => num \* num);

alert(arr); // 1,4,9,16,25

Map и Set

Map – это коллекция ключ/значение, как и Object. Но основное отличие в том, что Map позволяет использовать ключи любого типа.

Методы и свойства:

new Map() – создаёт коллекцию.

map.set(key, value) – записывает по ключу key значение value.

map.get(key) – возвращает значение по ключу или undefined, если ключ key отсутствует.

map.has(key) – возвращает true, если ключ key присутствует в коллекции, иначе false.

map.delete(key) – удаляет элемент (пару «ключ/значение») по ключу key.

map.clear() – очищает коллекцию от всех элементов.

map.size – возвращает текущее количество элементов.

Например:

let map = new Map();

map.set("1", "str1");    // строка в качестве ключа

map.set(1, "num1");      // цифра как ключ

map.set(true, "bool1");  // булево значение как ключ

// помните, обычный объект Object приводит ключи к строкам?

// Map сохраняет тип ключей, так что в этом случае сохранится 2 разных значения:

alert(map.get(1)); // "num1"

alert(map.get("1")); // "str1"

alert(map.size); // 3

Использование объектов в качестве ключей – одна из наиболее заметных и важных функций Map.

Это то что невозможно для Object. Строка в качестве ключа в Object – это нормально, но мы не можем использовать другой Object в качестве ключа в Object.

Перебор Map

Для перебора коллекции Map есть 3 метода:

map.keys() – возвращает итерируемый объект по ключам,

map.values() – возвращает итерируемый объект по значениям,

map.entries() – возвращает итерируемый объект по парам вида [ключ, значение], этот вариант используется по умолчанию в for..of.

let recipeMap = new Map([

    ["Огурец",500],

    ["Помидор",350],

    ["Лук",50],

]);

for(let vegetable of recipeMap.keys()) alert(vegetable);

for(let amount of recipeMap.values()) alert(amount);

for(let entry of recipeMap) alert(entry);

Если у нас уже есть обычный объект, и мы хотели бы создать Map из него, то поможет встроенный метод Object.entries(obj)

let obj = {

  name: "John",

  age: 30

};

let map = new Map(Object.entries(obj));

alert( map.get('name') ); // John

Мы можем использовать Object.fromEntries(obj), чтобы получить обычный объект из Map.

let map = new Map();

map.set('banana',1);

let obj = Object.fromEntries(map.entries());

alert(obj.orange);

Set

Объект Set – это особый вид коллекции: «множество» значений (без ключей), где каждое значение может появляться только один раз.

Его основные методы это:

new Set(iterable) – создаёт Set, и если в качестве аргумента был предоставлен итерируемый объект (обычно это массив), то копирует его значения в новый Set.

set.add(value) – добавляет значение (если оно уже есть, то ничего не делает), возвращает тот же объект set.

set.delete(value) – удаляет значение, возвращает true, если value было в множестве на момент вызова, иначе false.

set.has(value) – возвращает true, если значение присутствует в множестве, иначе false.

set.clear() – удаляет все имеющиеся значения.

set.size – возвращает количество элементов в множестве.

Основная «изюминка» – это то, что при повторных вызовах set.add() с одним и тем же значением ничего не происходит, за счёт этого как раз и получается, что каждое значение появляется один раз.

Например, мы ожидаем посетителей, и нам необходимо составить их список. Но повторные визиты не должны приводить к дубликатам. Каждый посетитель должен появиться в списке только один раз.

Множество Set – как раз то, что нужно для этого:

**serInterval(**вызывает функцию регулярно